**Project Development Log – Joseph Henry**

**Prototype 1 Development (The Multiplayer):**

**What this prototype needs to do/have:**

1. Create a client program that will act as the main game loop. This client should define and render a basic display for the game to be displayed within.
2. Create a new file that will run a local server. This file should open a new socket that will listen on a given port for connections. This will then create a connection on a child socket with the client. This connection will be used to send data between the local server and the client.
3. Create a new function that will take in an ip address and port of the server wanting to be joined. It should then take this information and attempt to send data to the requested server address. The game server should show the connection to the host so that they not only know that someone has connected but also who it is (via their ip).
4. Create a parent class of sprite and a child class called player. These will be used to define the character each client will be playing as, initialise them onto the screen and create basic movement controls.

1. The local server should be able to hold data from clients in the form of an object.
2. The client should ask the network function to send its player’s object data to the local server. The local server will then send back the other player’s position to the original client. This will allow both clients to have both players positions at all times which means both clients can keep track of the other client’s movements respectively and show them on screen by updating after each communication with the server.

**The Development:**

I first made a basic client program that opened a display window; this will be used to display the game to the players.

import pygame  
displayWidth = 500  
displayHeight = 500

# Creates a display  
gameDisplay = pygame.display.set\_mode((displayWidth, displayHeight))

# This function keeps the game running continuously  
def main():  
 run = True  
 while run:  
 print("running")  
 pygame.quit()  
main()
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I then began work on creating a server for the multiplayer to run off. I did this by opening a socket for the clients to connect to.

import socket

from \_thread import \*

import pickle

# Local IP (IPV4 FROM CMD IPCONFIG, DEVICE SPECIFIC)   
server = socket.gethostbyname(socket.gethostname())  
  
# Server Port  
port = 13010  
  
s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
  
# The try and except are used to test to see if the port is open. If it is open it will bind the server to the port and if not then the program will print out e to show that the port is in use (e for error).  
try:  
 s.bind((server, port))

except socket.error as e:  
 str(e)

# Puts the socket into listening mode for 2 connections.  
s.listen(2)  
print("Waiting for connection, Server Initiated")
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Then I made a way for the socket to handle incoming connections.

def threaded\_client(client, player):  
 while True:  
 data = pickle.loads(client.recv(2048))  
 # checks to see if any data is being received from the client, if not it assumes that the client is  
 # disconnected and stops running in the background  
 if data:  
 print("connection made")  
  
 else:  
 print("Lost Connection")  
 client.close()  
 break  
  
currentPlayer = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1

This still printed the same text to console (“**Waiting for connection, Server initiated**”) once the file was ran without any errors meaning it was ready to handle any incoming connections.

Next I began work on a method for clients to use to connect to the port.

import socket  
import pickle  
  
  
class clientConnection:  
 def \_\_init\_\_(self):  
 self.client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 self.server = "172.16.8.47"  
 self.port = 13010  
 self.addr = (self.server, self.port)  
  
 # connects the players to the server  
 def connect(self):  
 self.client.connect(self.addr)  
 self.client.send(pickle.dumps("Hi"))

This, when called, sends data (“getPos”) to the server which shows the server there is an incoming connection. The server takes the fact that there is data being sent to it to establish the connection.

For this to be used I had to make a small change to the client file so that it would call the clientConnection.

import pygame  
from clientConnection import clientConnection  
  
displayWidth = 500  
displayHeight = 500  
# Creates a display  
gameDisplay = pygame.display.set\_mode((displayWidth, displayHeight))  
# This function keeps the game running continuously  
def main():  
 run = True

connection = clientConnection()  
 connection.connect()

while run:  
 print("running")  
 pygame.quit()  
main()

Running the server and client at the same time produced the output “connection made” “Connected to: (‘172.16.8.47’, 62478)”. This shows that the server has recognised the incoming connection and established a link to the client.
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Next, I moved onto initialising two player objects and displaying them on the screen. I did this by first creating a class for a general sprite and then a class for the player.

Sprite Class:

import pygame  
  
  
# child class of pygame.sprite.Sprite  
class Sprite(pygame.sprite.Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 pygame.sprite.Sprite.\_\_init\_\_(self)  
 self.image = pygame.Surface([width, height])  
 self.image.fill(colour)  
 self.rect = self.image.get\_rect()  
 self.rect.x = x  
 self.rect.y = y

Player Class:

import pygame  
from Sprites import Sprite  
  
  
# Construction of character  
class Player(Sprite):  
 def \_\_init\_\_(self, posargs, width, height, colour):  
 self.x = posargs[0]  
 self.y = posargs[1]  
 Sprite.\_\_init\_\_(self, self.x, self.y, width, height, colour)

Then in the client file, I initialised two separate player sprites.

myPlayer = Player(50, 50, 20, 20, (255, 0, 0))  
otherPlayer = Player(0, 0, 20, 20, (0, 0, 255))

To initialise the player sprites I called the player class, inputting the specific x and y position I want the player to spawn at the width and height of the player and the colour of the player.

To make updating the position of both players easier I added both players’ characters to a sprite list.
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playerSpriteList.draw(gameDisplay)
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This allows me to draw all of the player sprites at the same time to the game display.

I also added a clock to set a limit to the number of frames per second that the game can pass.

Running the client now shows the two characters being displayed on a white background, which is just as intended for this stage.
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Furthermore, I added a way for the game to handle quitting so that it didn’t crash upon trying to close.

This was a simple addition of just using the inbuilt pygame event checker

for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 run = False

Next, I needed to create player movement controls so that the player can move their character around the screen. For this I first defined a set movement speed for the characters inside of their class as self.vel and set this to have value 3.

This meant that I could now add simple movements to my player objects by changing the x and y positions of the player with simple addition and subtraction of self.vel with movement corresponding to the direction of the keys wasd with s being the centre.

# defines movement controls

def move(self):  
 keys = pygame.key.get\_pressed()  
  
 if keys[pygame.K\_d]:  
 self.rect.x += self.vel  
  
 if keys[pygame.K\_a]:  
 self.rect.x -= self.vel  
  
 if keys[pygame.K\_w]:

self.rect.y -= self.vel

if keys[pygame.K\_s]:

self.rect.y += self.vel

I then also had to add a way that the client would check for these movements being pressed so inside of the main game loop I called the move method for myPlayer.

myPlayer.move()

These movement controls are shown working in this video: [**https://i.gyazo.com/23fccb4f8f13caec2e27fb57ca6c4281.gif**](https://i.gyazo.com/23fccb4f8f13caec2e27fb57ca6c4281.gif)

Now to complete this prototype all I have left to do is to synchronize the two clients together by making them exchange data via the server.

To begin with on the server I made it so the start positions of both players are stored in a list. This would mean that the server has a way to track what the position of each player is by updating the list each time data is received. I then made a way for the client to ask for the original position of its own player by the client sending the message “getPos”. Upon the message “getPos” being found by the server the server would send back the position data of the player whose client is requesting the data.

playerPositions = [[200, 440], [200, 440]]  
  
def threaded\_client(client, player):  
 while True:  
 data = pickle.loads(client.recv(2048))  
 # checks to see if any data is being received from the client, if not it assumes that the client is  
 # disconnected and stops running in the background  
 if data:  
 if data == "getPos":  
 reply = (playerPositions[player])

This meant that when the client sent the message “getPos” to the server the server would send back their player’s original position. Then the main information swapping can begin.

I then also changed the clientConnection file so that upon connection the clientConnection sends the message “getPos” so that the client can receive its own starting position. To make the client receive back the information I had to add a new method to the clientConnection class which would return any information received from the server by passing it back to the connect method.

# connects the players to the server  
def connect(self):  
 self.client.connect(self.addr)  
 self.client.send(pickle.dumps("getPos"))  
 return self.getPos()  
  
# returns the position of the object  
def getPos(self):  
 return pickle.loads(self.client.recv(2048))

Since the connect method should originally be called from the client, the return statement returns the data received from self.getPos() back to the client.

In the client file I now had to make the client store what has been returned to it upon connection as its own players position.

I did this by simply making myPlayerPosition = connection.connect and changing how the players are first initialised to use myPlayerPosition and otherPlayerPosition as its x and y coordinates.

def main():  
 # Upon connection receives player position from server so this is just used to initialise the other player  
 otherPlayerPosition = (0, 0)  
  
 pygame.init()  
  
 connection = clientConnection()  
 myPlayerPosition = connection.connect()  
  
 myPlayer = Player(myPlayerPosition, 20, 20, (255, 0, 0))  
 otherPlayer = Player(otherPlayerPosition, 20, 20, (0, 0, 255))

During the main game loop I also had to make the clients swap player position data. So to do this, first I had to create a way for the player to find its own player position data. I did this by first adding a new method to the player class called getPos.

def getPos(self):  
 return [self.rect.x, self.rect.y]

This would simply return the x and y coordinates of the sprite.

Then I had to make a method in the clientConnection for the client to be able to send data to the server in exchange for data back.

# sends data to the server and receives data other client data  
def send(self, data):  
 try:  
 self.client.send(pickle.dumps(data))  
 return pickle.loads(self.client.recv(2048))  
 except socket.error as e:  
 print(e)

This would send data given by the client to the server and return any data given back to the clientConnection from the server back to the client.

Once the otherPlayerPosition is received from the server, I needed a method that I could use in the player class to set the position of the other player’s character on the current clients screen.

To do this I added to the player class the “setPos” method.

def setPos(self, pos):  
 self.rect.x = pos[0]  
 self.rect.y = pos[1]

This will take in the desired positions received back from the server (that is in a list) and split it into x and y, Then set the other players position (x and y) to these.

Finally, on the client I had to get it to run through this cycle every time the game loop restarted and this completed the exchanging of data between clients.

myPlayerPosition = myPlayer.getPos()  
otherPlayerPosition = connection.send(myPlayerPosition)  
otherPlayer.setPos(otherPlayerPosition)

To test this I connected two clients to the server and tried moving on one client to see what it showed on the other, then switched which client I was moving to show both work.

[**https://i.gyazo.com/18482b673707ea7922b379dcbea9092d.gif**](https://i.gyazo.com/18482b673707ea7922b379dcbea9092d.gif)

This video shows that player movements are shown on both screens (red character is that client’s player).

**Final Code:**

**Client File**

import pygame  
from clientConnection import clientConnection  
from Player import Player  
  
displayWidth = 500  
displayHeight = 500  
# Creates a display  
gameDisplay = pygame.display.set\_mode((displayWidth, displayHeight))  
  
playerSpriteList = pygame.sprite.Group()  
  
  
# This function keeps the game running continuously  
def main():  
 # Upon connection receives player position from server so this is just used to initialise the other player  
 otherPlayerPosition = (0, 0)  
  
 pygame.init()  
# begins the connection to the server  
 connection = clientConnection()  
 myPlayerPosition = connection.connect()

# Initialises player sprites  
 myPlayer = Player(myPlayerPosition, 20, 20, (255, 0, 0))  
 otherPlayer = Player(otherPlayerPosition, 20, 20, (0, 0, 255))  
  
 playerSpriteList.add(otherPlayer)  
 playerSpriteList.add(myPlayer)  
  
 clock = pygame.time.Clock()  
  
 run = True  
 while run:

# gets the position data of the other player in exchange for their own position.  
 myPlayerPosition = myPlayer.getPos()  
 otherPlayerPosition = connection.send(myPlayerPosition)  
 otherPlayer.setPos(otherPlayerPosition)  
  
 playerSpriteList.update()  
# Handles exiting game  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 run = False  
# Draws the players to the display  
 gameDisplay.fill((255, 255, 255))  
 playerSpriteList.draw(gameDisplay)  
  
 myPlayer.move()  
 pygame.display.update()  
  
 # sets max fps  
 clock.tick(60)  
  
 pygame.quit()  
 exit()  
  
  
main()

**Stakeholder Feedback:**

**clientConnection File**

import socket  
import pickle  
  
  
class clientConnection:  
 def \_\_init\_\_(self):  
 self.client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 self.server = "192.168.0.37"  
 self.port = 13010  
 self.addr = (self.server, self.port)  
  
 # connects the players to the server  
 def connect(self):  
 self.client.connect(self.addr)  
 self.client.send(pickle.dumps("getPos"))  
 return self.getPos()  
  
 # returns the position of the object  
 def getPos(self):  
 return pickle.loads(self.client.recv(2048))  
  
 # sends data to the server and receives data other client data  
 def send(self, data):  
 try:  
 self.client.send(pickle.dumps(data))  
 return pickle.loads(self.client.recv(2048))  
 except socket.error as e:  
 print(e)

**Sprites file**

import pygame  
  
  
# child class of pygame.sprite.Sprite  
class Sprite(pygame.sprite.Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 pygame.sprite.Sprite.\_\_init\_\_(self)  
 self.image = pygame.Surface([width, height])  
 self.image.fill(colour)  
 self.rect = self.image.get\_rect()  
 self.rect.x = x  
 self.rect.y = y

**Server File**

import socket  
from \_thread import \*  
import pickle  
  
# Local IP (IPV4 FROM CMD IPCONFIG, DEVICE SPECIFIC)  
server = socket.gethostbyname(socket.gethostname())  
  
# Server Port  
port = 13010  
  
s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
  
# The try and except are used to test to see if the port is open. If it is open it will bind the server to the port and if not then the program will print out e to show that the port is in use (e for error).  
try:  
 s.bind((server, port))  
  
except socket.error as e:  
 str(e)  
# Puts the socket into listening mode for 2 connections.  
s.listen(2)  
print("Waiting for connection, Server Initiated")  
  
playerPositions = [[200, 440], [200, 440]]  
  
def threaded\_client(client, player):  
 while True:  
 data = pickle.loads(client.recv(2048))  
 # checks to see if any data is being received from the client, if not it assumes that the client is  
 # disconnected and stops running in the background  
 if data:  
 if data == "getPos":  
 reply = (playerPositions[player])  
  
 # updates the playerPositions based on which player the data is received from  
 else:  
 if player == 0:  
 playerPositions[0] = data  
 reply = playerPositions[1]  
 else:  
 playerPositions[1] = data  
 reply = playerPositions[0]  
  
 # closes connection if no data is received  
 else:  
 print("Lost Connection")  
 client.close()  
 break  
  
 # sends data back to all open threads  
 client.sendall(pickle.dumps(reply))  
  
  
# keeps track of which player is which connection  
currentPlayer = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1

**Player File**

import pygame  
from Sprites import Sprite  
  
  
# Construction of character  
class Player(Sprite):  
 def \_\_init\_\_(self, posargs, width, height, colour):  
 self.x = posargs[0]  
 self.y = posargs[1]  
 Sprite.\_\_init\_\_(self, self.x, self.y, width, height, colour)  
 self.vel = 3

# Defines movement controls  
 def move(self):  
 keys = pygame.key.get\_pressed()  
  
 if keys[pygame.K\_d]:  
 self.rect.x += self.vel  
  
 if keys[pygame.K\_a]:  
 self.rect.x -= self.vel  
  
 if keys[pygame.K\_w]:  
 self.rect.y -= self.vel  
  
 if keys[pygame.K\_s]:  
 self.rect.y += self.vel  
# sets the position of the player to the given position  
 def setPos(self, pos):  
 self.rect.x = pos[0]  
 self.rect.y = pos[1]  
# returns the position of the player  
 def getPos(self):  
 return [self.rect.x, self.rect.y]

**Stakeholder Feedback:**

All stakeholders tested the prototype and found no bugs so were very pleased with the game in its current state

No additions were required for this prototype.

**Prototype 2 Development (Spawn Zone and Physics):**

**What this prototype needs to do/have:**

1. Create better-suited movement controls. (jumping)
2. I will then need to make a new class called a wall. This will act as the platforms and the floor/roof/walls of the game.
3. Set the walls spawn locations and size and then make the client render the spawn area on the game window by updating the screen.
4. Add all wall sprites to a spritelist; this will make updating or drawing all walls at once easier than by updating the entire sprite list at once rather than each one individually.
5. Use the spritelist to check if any players are colliding with any walls in the spritelist. If yes then stop their movement in that direction. If not then no change.
6. Add gravity to the player so that they do not float but rather fall until they have a platform/floor below them.

**The Development:**

The first part of this prototype I decided to tackle was the spawn area.

I began this by first creating a new class called wall which would act as the platforms, walls, floors and roofs of the map.

from Sprites import Sprite  
  
# child class of Sprite  
class Wall(Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 Sprite.\_\_init\_\_(self, x, y, width, height, colour)

Having it in a separate class mean that I can differentiate it easily from the player class or the parent class, for example to add a new method to the wall that the player or any other classes should not have.

Then in the client I initialised three Wall sprites, a roof, a back wall and the floor.

As the spawn area should be the same on both clients I decided to just generate it purely on the client. This also is more efficient as, for instance, the clients do not have to wait to receive information from the server if it was stored on the server.

# Initialises Spawn Area  
startFloor = Wall(0, 480, 500, 20, (0, 0, 0))  
startWall = Wall(0, 0, 20, 480, (0, 0, 0))  
startRoof = Wall(0, 0, 480, 20, (0, 0, 0))

Initially, it did not recognise Wall as a class as I forgot to import it, but this was a simple fix. By adding “from Wall import Wall” to the top of the client file, it was able to recognise Wall as a class.

Next I decided to add the Walls to a new spritelist, this way I can draw them all at the same time as well as check if the player is colliding with any of the Walls at once.

platformSpriteList = pygame.sprite.Group()

# Adds spawn walls to sprite list  
platformSpriteList.add(startFloor)  
platformSpriteList.add(startWall)  
platformSpriteList.add(startRoof)

Finally inside the main game loop, I made the program draw all the sprites in platformSpriteList to the game display.

platformSpriteList.draw(gameDisplay)

Running the game now shows:

![](data:image/png;base64,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)

The two player sprites are drawn to the game display.

The spawn area is drawn to the game display.

Then, a basic gravity effect was applied to the player.

Inside the player class I added a new attribute called self.gravity which I set to the constant of 5.

However, I only wanted gravity to be applied if the player wasn’t colliding with any platforms below it, so I added a new method to the player class to be called by the game later on.

def notCollide(self):  
 self.rect.y += self.gravity

This function would be called constantly as long as the player is not colliding with a platform.

Next, I decided to implement a collision detection system.

This was simpler than I first anticipated, first in the client I asked whether the current clients player was colliding with any of the sprites inside the platformSpriteList.

if pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is None:  
 myPlayer.notCollide()

This script tests whether one sprite is colliding with any sprite in a spritelist (in this case, whether myPlayer is colliding with any sprite in platformSpriteList) and then returns either “None” if there is no collisions or returns the sprite which is being collided with in the case that there is a collision.

Since the notCollide method only needs to be called when there is not a collision, the if statement on runs if the returned value is None.

This made the gameplay change to this effect.

<https://i.gyazo.com/7a7d1f39f6be2d7f287c379feba9b8b3.gif>

This shows that the player object falls until it is colliding with a platform below it.

Since the player now has gravity I got rid of the s to move down in player.move() as it shouldn’t be needed.

Next, I changed player movements to include jumping rather than to generally move up.

First, I had to add a new attribute to the player class called upVel, which will act as a separate velocity to the self.vel.

self.upVel = 10

I also had to check whether the player was already falling or not so I added a new if statement to the client file that does this

elif pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is not None:  
 myPlayer.falling = False

As well as a new attribute to Player that keeps track of if the player is falling or not

self.falling = False

if not self.jumping and not self.falling:  
 if keys[pygame.K\_w]:  
 if self.upVel == 10:  
 for i in range(12):  
 self.rect.y -= self.upVel  
 self.upVel \* 0.8  
 self.update()  
  
 else: # This will execute if our jump is finished  
 # Resetting our Variables  
 self.upVel = 10  
 self.falling = False  
 self.jumping = False  
 if self.upVel == 10:  
 for i in range(12):  
 self.rect.y -= self.upVel  
 self.upVel \* 0.8  
 self.update()

Now when the player presses the w key, there character is moved up by a value and then gravity brings it back down to the nearest platform.

For example in this clip:

<https://i.gyazo.com/25325bea0fb2b90638c472494ea98b80.gif>

**Final Code:**

**Client File**

import pygame  
from clientConnection import clientConnection  
from Player import Player  
from Wall import Wall  
  
displayWidth = 500  
displayHeight = 500  
  
# Creates a display  
gameDisplay = pygame.display.set\_mode((displayWidth, displayHeight))  
  
platformSpriteList = pygame.sprite.Group()  
playerSpriteList = pygame.sprite.Group()  
  
  
def reDraw(platformSpriteList, playerSpriteList):  
 gameDisplay.fill((255, 255, 255))  
 platformSpriteList.draw(gameDisplay)  
 playerSpriteList.draw(gameDisplay)  
 pygame.display.update()  
  
  
# This function keeps the game running continuously  
def main():  
 # Upon connection receives player position from server so this is just used to initialise the other player  
 otherPlayerPosition = (0, 0)  
  
 pygame.init()  
  
 connection = clientConnection()  
 myPlayerPosition = connection.connect()  
  
 # Initialises player sprites  
 myPlayer = Player(myPlayerPosition, 20, 20, (255, 0, 0))  
 otherPlayer = Player(otherPlayerPosition, 20, 20, (0, 0, 255))  
  
 # Initialises Spawn Area  
 startFloor = Wall(0, 480, 500, 20, (0, 0, 0))  
 startWall = Wall(0, 0, 20, 480, (0, 0, 0))  
 startRoof = Wall(0, 0, 480, 20, (0, 0, 0))  
  
 # Adds spawn walls to sprite list  
 platformSpriteList.add(startFloor)  
 platformSpriteList.add(startWall)  
 platformSpriteList.add(startRoof)  
  
 playerSpriteList.add(otherPlayer)  
 playerSpriteList.add(myPlayer)  
  
 clock = pygame.time.Clock()  
  
 run = True

while run:  
 myPlayerPosition = myPlayer.getPos()  
 otherPlayerPosition = connection.send(myPlayerPosition)  
 otherPlayer.setPos(otherPlayerPosition)  
  
 # updates the players and platforms  
 platformSpriteList.update()  
 playerSpriteList.update()  
  
 if pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is None:  
 myPlayer.notCollide()  
  
 elif pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is not None:  
 myPlayer.falling = False  
  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 run = False  
  
 reDraw(platformSpriteList, playerSpriteList)  
  
 myPlayer.move()  
  
 # sets max fps  
 clock.tick(60)  
  
 pygame.quit()  
 exit()  
  
  
main()

**Wall File**

from Sprites import Sprite  
  
  
class Wall(Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 Sprite.\_\_init\_\_(self, x, y, width, height, colour)

**Server File**

import socket  
from \_thread import \*  
import pickle  
  
# Local IP (IPV4 FROM CMD IPCONFIG, DEVICE SPECIFIC)  
server = socket.gethostbyname(socket.gethostname())  
  
# Server Port  
port = 13010  
  
s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
  
# The try and except are used to test to see if the port is open. If it is open it will bind the server to the port and if not then the program will print out e to show that the port is in use (e for error).  
try:  
 s.bind((server, port))  
  
except socket.error as e:  
 str(e)  
# Puts the socket into listening mode for 2 connections.  
s.listen(2)  
print("Waiting for connection, Server Initiated")  
  
playerPositions = [[200, 440], [200, 440]]  
  
def threaded\_client(client, player):  
 while True:  
 data = pickle.loads(client.recv(2048))  
 # checks to see if any data is being received from the client, if not it assumes that the client is  
 # disconnected and stops running in the background  
 if data:  
 if data == "getPos":  
 reply = (playerPositions[player])  
  
 # updates the playerPositions based on which player the data is received from  
 else:  
 if player == 0:  
 playerPositions[0] = data  
 reply = playerPositions[1]  
 else:  
 playerPositions[1] = data  
 reply = playerPositions[0]  
  
 # closes connection if no data is received  
 else:  
 print("Lost Connection")  
 client.close()  
 break  
  
 # sends data back to all open threads  
 client.sendall(pickle.dumps(reply))  
  
  
# keeps track of which player is which connection  
currentPlayer = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1

**clientConnection File**

import socket  
import pickle  
  
  
class clientConnection:  
 def \_\_init\_\_(self):  
 self.client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 self.server = "192.168.0.37"  
 self.port = 13010  
 self.addr = (self.server, self.port)  
  
 # connects the players to the server  
 def connect(self):  
 self.client.connect(self.addr)  
 self.client.send(pickle.dumps("getPos"))  
 return self.getPos()  
  
 # returns the position of the object  
 def getPos(self):  
 return pickle.loads(self.client.recv(2048))  
  
 # sends data to the server and receives data other client data  
 def send(self, data):  
 try:  
 self.client.send(pickle.dumps(data))  
 return pickle.loads(self.client.recv(2048))  
 except socket.error as e:  
 print(e)

**Sprites File**

import pygame  
  
  
# child class of pygame.sprite.Sprite  
class Sprite(pygame.sprite.Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 pygame.sprite.Sprite.\_\_init\_\_(self)  
 self.image = pygame.Surface([width, height])  
 self.image.fill(colour)  
 self.rect = self.image.get\_rect()  
 self.rect.x = x  
 self.rect.y = y

**Player File**

import pygame  
from Sprites import Sprite  
  
  
# Construction of character  
class Player(Sprite):  
 def \_\_init\_\_(self, posargs, width, height, colour):  
 self.x = posargs[0]  
 self.y = posargs[1]  
 Sprite.\_\_init\_\_(self, self.x, self.y, width, height, colour)  
 self.vel = 3  
 self.upVel = 10  
 self.jumping = False  
 self.gravity = 5  
 self.falling = False  
  
 def move(self):  
 keys = pygame.key.get\_pressed()  
  
 if keys[pygame.K\_d]:  
 self.rect.x += self.vel  
  
 if keys[pygame.K\_a]:  
 self.rect.x -= self.vel  
  
 if not self.jumping and not self.falling:  
 if keys[pygame.K\_w]:  
 if self.upVel == 10:  
 for i in range(12):  
 self.rect.y -= self.upVel  
 self.upVel \* 0.8  
 self.update()  
  
 else: # This will execute if our jump is finished  
 # Resetting our Variables  
 self.upVel = 10  
 self.falling = False  
 self.jumping = False  
 if self.upVel == 10:  
 for i in range(12):  
 self.rect.y -= self.upVel  
 self.upVel \* 0.8  
 self.update()  
  
 def notCollide(self):  
 self.rect.y += self.gravity  
 self.falling = True  
  
 def setPos(self, pos):  
 self.rect.x = pos[0]  
 self.rect.y = pos[1]  
  
 def getPos(self):  
 return [self.rect.x, self.rect.y]

**Stakeholder Feedback:**

After testing this prototype, stakeholders found no bugs again so were happy with the program. However, one piece of feedback was that the jumping animation could be better as it did not show the movement up.

**Prototype 3 Development (Map Generation):**

**What this prototype needs to do/have:**

1. Create a title screen so that players are not put straight into playing as soon as the game is launched. This should include a join server button, a start server button and a quit button as well as the title of the game.
2. Make the screen scroll to the right so that more of the map can be shown to the player to navigate through.
3. Generate new platforms procedurally so that there is variety to each play through and so that the map is infinite preventing players from running out of map to run through.
4. Once a platform goes off the viewable area, it should be deleted. This would reduce the chance of the game slowing down due to the large number of entities being stored in local memory.
5. Make holes in the floor at random intervals so that there is some way for the player to actually lose. Also, once the game does end return the player back to the title screen so they can chose whether to start a new game or to quit.

**The Development:**

To be able to implement a title screen I would need buttons so I first made a new class called Button.

import pygame  
  
red = (200, 0, 0)  
green = (0, 200, 0)  
  
bright\_red = (255, 0, 0)  
bright\_green = (0, 255, 0)

# defines the class button  
class Button:  
 def \_\_init\_\_(self, function, surface, posx, posy, width, height, colour):  
 self.rect = pygame.Rect(posx, posy, width, height)  
 self.colour = colour  
 self.surface = surface  
 self.function = function  
 pygame.draw.rect(self.surface, self.colour, self.rect)

# checks if the mouse is over the button, if the mouse is clicked while hovering over the button, the button completes a task set upon the instanciation of the button.  
 def mouseCheck(self):  
 mouse = pygame.mouse.get\_pos()  
  
 if self.rect.x + self.rect.width > mouse[0] > self.rect.x and self.rect.y + self.rect.height > mouse[1] > self.rect.y:  
 pygame.draw.rect(self.surface, bright\_green, self.rect)  
  
 if pygame.mouse.get\_pressed()[0]:  
 self.function()  
  
 else:  
 pygame.draw.rect(self.surface, self.colour, self.rect)

Then in the client I made a new function called startMenu() that would be run before the main game loop. This start menu is a basic white background with the name of the game displayed in the middle and three buttons.

def startMenu():  
 intro = True  
  
 while intro:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen and generates three buttons  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(main, gameDisplay, 50, 350, 100, 50, green)  
 button2 = Button(quit, gameDisplay, 200, 350, 100, 50, green)

button3 = Button((os.system(Server.py)), gameDisplay, 350, 350, 100, 50, green)  
  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("Network Jump", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
 # checks to see if the button has been pressed  
 button1.mouseCheck()  
 button2.mouseCheck()

button3.mouseCheck()  
  
 pygame.display.update()

Using <https://stackoverflow.com/questions/7974849/how-can-i-make-one-python-file-run-another> I tried to find a way to get the button to run the server file concurrently while still using the client file, this way the server could be launched from the client, however using the method I found here lead to the client acting as the server. This meant that I could not run the server from the client. So instead, I reverted to having two buttons and just running the server separately.

def startMenu():  
 intro = True  
  
 while intro:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen and generates three buttons  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(main, gameDisplay, 100, 350, 100, 50, green)  
 button2 = Button(quit, gameDisplay, 300, 350, 100, 50, green)  
  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("Network Jump", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
 # checks to see if the button has been pressed  
 button1.mouseCheck()  
 button2.mouseCheck()  
  
 pygame.display.update()

This change made it so I could have a working startmenu and still have the same functionality as in prototype 2.

As for the text, I implemented two other functions (textObjects and messageDisplay)

# used to render the text and set the colour

def textObjects(text, font):  
 textSurface = font.render(text, True, (0, 0, 0))  
 return textSurface, textSurface.get\_rect()

# used to display text in a set position as well as the font type  
def messageDisplay(text):  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects(text, text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 pygame.display.update()

When running the game now, the player is met with the following screen:
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Once the server is started and the player presses the start button this happens:

<https://i.gyazo.com/ac09171abc39924920309aea2faa62bc.gif>

This means the buttons have perfect functionality. However I would like to implement a system where the game waits for both clients to connect before starting game play.

To do this I made a new function similar to the start menu that would act as a waiting area.

def waitForAll():  
 waiting = True  
 connection = ClientConnection()  
 myPlayerPosition = connection.connect()  
  
 while waiting:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen  
 gameDisplay.fill((255, 255, 255))  
 text = pygame.font.Font('freesansbold.ttf', 40)  
 textSurf, textRect = textObjects("Waiting for other player", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
 pygame.display.update()  
 connected = connection.getPlayerCount()  
 # waits for both players to be connected before starting the game  
 if connected == 2:  
 waiting = False  
 main(connection, myPlayerPosition)

But before this would work I had to make some small additions to the clientConnection and server to check whether both clients had connected.

clientConnection change:

# gets the number of players connected to the server  
def getPlayerCount(self):  
 self.client.send(pickle.dumps("getPlayerCount"))  
 return pickle.loads(self.client.recv(2048))

Server changes:

# reply with other player position  
elif data == "getPlayerCount":  
 reply = currentConnections

currentPlayer = 0  
currentConnections = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1  
 currentConnections += 1

Here the server tracks the number of connections based on the number of threaded clients. When the clientConnection sends the message getPlayerCount the server returns the number of threaded clients. And then if the number of threaded clients is 2 the game can continue.

However for any clientconnections to begin before the main game started I had to move where the player first connects to the server. I moved this into the waitForAll function and then passed them through into main when main is ran.

Finally I had to change the buttons function given to run waitForAll rather than main in the startMenu function

button1 = Button(waitForAll, gameDisplay, 100, 350, 100, 50, green)

Now when the game is ran it displays as follows.

<https://i.gyazo.com/87b081e35eb0ff7b5e2c38f8dc902896.gif>

Next I decided I would make the screen scroll, so that when new map is eventually generated it can be seen.

This was quite a simple concept, in the sprite class (as all sprites would need to scroll) I added a new method called scroll()

def scroll(self):  
 self.rect.x -= 1

This function is called by the main game loop near the start of the loop, so that every time the loop resets it scrolls every sprite over.

run = True  
while run:  
 myPlayerPosition = myPlayer.getPos()  
 otherPlayerPosition = connection.send(myPlayerPosition)  
 otherPlayer.setPos(otherPlayerPosition)  
  
 # generates a scrolling effect for the players and platforms to simulate the screen scrolling to the right  
 myPlayer.scroll()  
 for platform in platformSpriteList.sprites():  
 platform.scroll()

<https://i.gyazo.com/0717e87c0ec2e41b558d4b61093f13a4.gif>

This clip shows that the screen appears to scroll to the right continuously as I saw this as a simpler fix than implementing an actual camera into python.

Next on the buttons I decided to add text so that people could tell what they are pressing.

To do this In the client file I added a script that would display text just below the buttons

# displays text on the screen and generates three buttons  
gameDisplay.fill((255, 255, 255))  
button1 = Button(waitForAll, gameDisplay, 100, 350, 100, 50, green)  
button2 = Button(quit, gameDisplay, 300, 350, 100, 50, green)  
  
text = pygame.font.Font('freesansbold.ttf', 50)  
textSurf, textRect = textObjects("Network Jump", text)  
textRect.center = ((displayWidth / 2), (displayHeight / 2))  
gameDisplay.blit(textSurf, textRect)
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This worked perfectly so I moved on to the next part.

I then made a win and lose screen as well as a way for the game to recognise a winner and a loser.

In the player class I added a new method that checks to make sure the player hasn’t gone outside of the boundaries of the screen.

def checkBounds(self):  
 if self.rect.y >= 520:  
 self.dead = True  
  
 if self.rect.x < 0:  
 self.dead = True  
  
 elif self.rect.x >= 480:  
 self.rect.x = 480

This makes sure that if the player is off either the bottom or the back of the play area the players attribute dead is set to true. This way the client can ask the player if they are dead and determine who won.

Then in the client I added this:
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It checks if the clients own player is dead or whether the other clients player is outside the boundaries of the screen and decides a winner from that.

I then had to make a winner and loser screen.

These were largely based on the startmenu so were simple to implement into the game

def winScreen():  
 winning = True  
  
 while winning:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
  
 # displays text on the screen and generates a button  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(startMenu, gameDisplay, 200, 350, 100, 50, green)  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("You Won!", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 button1.mouseCheck()  
  
 pygame.display.update()

def deathScreen():  
 dead = True  
  
 while dead:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen and generates a button  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(startMenu, gameDisplay, 200, 350, 100, 50, green)  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("You Died", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 button1.mouseCheck()  
  
 pygame.display.update()

These worked perfectly and served their purpose as well as gave the player the option of returning to the startmenu when the game finished.

<https://i.gyazo.com/e5e56ad96eef9b11e20adc476740aabf.gif>

Finally, I Began work on the procedural generation of the map.

First, I changed the spawn area and its generation:

# Initialises Spawn Area  
for x in range(5):  
 startFloor = Wall((100 \* x), 480, 100, 20)  
 platformSpriteList.add(startFloor)  
FirstPlat = Wall(520, 400, 80, 20)  
platformSpriteList.add(FirstPlat)

This made it so that the first platform is always the same so that the procedurally generated platforms from that point on are based off of that original one. But it also meant that there were 6 platforms in the sprite group (platformSpriteList) at all times, so deciding when to generate a new platform can be based off of that.

Next, I made a way for the game to decide when a platform should be removed from the sprite group.

Inside of the scroll handling, I added a check for the platforms, this way it can do both at the same time rather than having to go back through the sprite group again later.

# generates a scrolling effect for the players and platforms to simulate the screen scrolling to the right  
myPlayer.scroll()  
for platform in platformSpriteList.sprites():  
 platform.scroll()  
  
 # if the platform is off the back of the screen it removes it from the sprite group,  
 # which prevents it being redrawn  
 if (platform.rect.x + platform.rect.width) < 0:  
 platform.kill()

Finally, to do the procedural generation I originally intended on generating the map server side, however with the way I was using threads the generation would be different for both clients. Instead, I told clients which Player number they were. Then dependant on this it would decide how they receive the map.

On the server, inside of the threaded client (where it knows which player is which):

if player == 0:  
 playerPositions[0] = data  
 reply = (playerPositions[1], 0)  
else:  
 playerPositions[1] = data  
 reply = (playerPositions[0], 1)

Then on the client I had to change how it handles the initial connection and data exchange.

run = True  
while run:  
 # gets the position data of the other player in exchange for their own position. Also gives client its number  
 myPlayerPosition = myPlayer.getPos()  
 connectionData = connection.send(myPlayerPosition)  
 otherPlayerPosition = connectionData[0]  
 playerNumber = connectionData[1]  
 otherPlayer.setPos(otherPlayerPosition)

I also had to then code the way the client gets its new platforms. These were to be generated on the first client, player 0 and sent to the server, the other client would then ask for this data back from the server.

if playerNumber == 0:  
 if len(platformSpriteList) < 6:  
 # generates a new platform based on the previous  
 lastPlatY = platformSpriteList.sprites()[4].rect.y  
 newPlatY = lastPlatY + (random.choice([-1, 1]) \* 80)  
 if newPlatY == 560:  
 newPlatY = 400  
 if newPlatY == 0:  
 newPlatY = 160  
 connection.sendPlat(newPlatY)  
  
 # adds new platform to the sprite group to be drawn  
 newPlatform = Wall(520, newPlatY, 80, 20)  
 platformSpriteList.add(newPlatform)  
  
else:  
 # gets the position of the new platform generated by the other client  
 if len(platformSpriteList) < 6:  
 newPlatY = connection.getPlat()  
  
 # adds new platform to the sprite group to be drawn  
 newPlatform = Wall(520, newPlatY, 80, 20)  
 platformSpriteList.add(newPlatform)

And lastly I had to make a way for the server to take in this data and return it to the other client, so in client Connection I made two new methods.

# gives the position of the new platform to the server  
def sendPlat(self, platY):  
 self.client.send(pickle.dumps((platY, "sendPlat")))  
  
# gets the position of the new platform from the server  
def getPlat(self):  
 self.client.send(pickle.dumps("newPlat"))  
 return pickle.loads(self.client.recv(2048))

In addition, in the server a way to handle these requests:

try:  
 if data[1] == "sendPlat":  
 newPlatY = data[0]  
except:  
 pass

# sends the new platform's y position to the client  
elif data == "newPlat":  
 reply = newPlatY[0]

This should allow the clients to receive the same platform data as each other.

However during testing it created a new problem, one client would crash.

[**https://i.gyazo.com/b4f451b544cf13128d2e50457d4eb6f1.gif**](https://i.gyazo.com/b4f451b544cf13128d2e50457d4eb6f1.gif)

While this did cause a new error for the client, it also showed that the platform generation worked perfectly.
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To fix this problem I first put a print statement before and after the connection.getPlat in the client file to see where it breaks as the error given did not seem to be of much help.

if playerNumber == 1:  
 # gets the position of the new platform generated by the other client  
 if len(platformSpriteList) < 6:

print("test 1")  
 newPlatY = connection.getPlat()

print("test 2")

When running the client now, the crashing client (client number 2) would only print test 1 meaning it never reaches the second print statement.

I then realised in the server file getPlat() was causing the client to freeze, as the new platforms y position wasn’t being returned.

This meant the problem was originating in the server. The try and except block was the only possible cause for this so to resolve the problem I removed it, and left what the block enclosed. Upon doing so, the code ran as intended.

try:  
 if data[1] == "sendPlat":  
 newPlatY[0] = data[0]  
except:  
 pass

# sets platform position from client 1's generation algorithm  
elif data[1] == "sendPlat":  
 newPlatY[0] = data[0]

To test my fix I disabled the gravity attribute, this helped me to be able to play both clients.

<https://i.gyazo.com/d6e736bf3f60c59425fe9fb037f4ca05.gif>

During this testing I realised it would be much more helpful to the user if the buttons were labelled so I added a quick fix for this. Inside the button file, I added a new method that would draw text on top of the middle of the box. The text is defined in the generation of the button.

def buttonText(self):  
 text = pygame.font.Font('freesansbold.ttf', 30)  
 textSurf, textRect = textObjects(self.text, text)  
 textRect.center = ((self.rect.x + 50), (self.rect.y + 25))  
 self.surface.blit(textSurf, textRect)

Inside the mousecheck function, I would then call this function so that it is drawn on top of the button.

if self.rect.x + self.rect.width > mouse[0] > self.rect.x and\  
 self.rect.y + self.rect.height > mouse[1] > self.rect.y:  
 pygame.draw.rect(self.surface, bright\_green, self.rect)  
 self.buttonText()  
  
 if pygame.mouse.get\_pressed()[0]:  
 self.function()  
  
else:  
 pygame.draw.rect(self.surface, self.colour, self.rect)  
 self.buttonText()

This produced a perfect result:

![](data:image/png;base64,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)

**Final Code:**

**Client File**

import pygame  
from ClientConnection import ClientConnection  
from Player import Player  
from Wall import Wall  
from Button import Button  
import random  
  
  
# Create game display  
displayWidth = 500  
displayHeight = 500  
gameDisplay = pygame.display.set\_mode((displayWidth, displayHeight))  
pygame.display.set\_caption("Client")  
platformSpriteList = pygame.sprite.Group()  
playerSpriteList = pygame.sprite.Group()  
  
# Define colours  
  
red = (200, 0, 0)  
green = (0, 200, 0)  
  
bright\_red = (255, 0, 0)  
bright\_green = (0, 255, 0)  
  
pygame.font.init()  
  
  
def textObjects(text, font):  
 textSurface = font.render(text, True, (0, 0, 0))  
 return textSurface, textSurface.get\_rect()  
  
  
# used to display text  
def messageDisplay(text):  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects(text, text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 pygame.display.update()  
  
  
# quits the game when run  
def quit():  
 pygame.quit()  
 exit()  
  
  
def startMenu():  
 intro = True  
  
 while intro:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen and generates three buttons  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(waitForAll, gameDisplay, 100, 350, 100, 50, green, "start")  
 button2 = Button(quit, gameDisplay, 300, 350, 100, 50, green, "quit")  
  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("Network Jump", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
 # checks to see if the button has been pressed  
 button1.mouseCheck()  
 button2.mouseCheck()  
  
 pygame.display.update()

def waitForAll():  
 waiting = True  
 connection = ClientConnection()  
 myPlayerPosition = connection.connect()  
  
 while waiting:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen  
 gameDisplay.fill((255, 255, 255))  
 text = pygame.font.Font('freesansbold.ttf', 40)  
 textSurf, textRect = textObjects("Waiting for other player", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
 pygame.display.update()  
 connected = connection.getPlayerCount()  
 # waits for both players to be connected before starting the game  
 if connected == 2:  
 waiting = False  
 main(connection, myPlayerPosition)  
  
  
def deathScreen():  
 dead = True  
  
 while dead:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
 # displays text on the screen and generates a button  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(startMenu, gameDisplay, 200, 350, 100, 50, green)  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("You Died", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 button1.mouseCheck()  
  
 pygame.display.update()  
  
  
def winScreen():  
 winning = True  
  
 while winning:  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 pygame.quit()  
 quit()  
  
 # displays text on the screen and generates a button  
 gameDisplay.fill((255, 255, 255))  
 button1 = Button(startMenu, gameDisplay, 200, 350, 100, 50, green)  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects("You Won!", text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 button1.mouseCheck()  
  
 pygame.display.update()  
  
  
# Main Program  
def main(connection, myPlayerPosition):  
 # Upon connection receives player position from server.  
 otherPlayerPosition = (0, 0)  
  
 pygame.init()  
  
 # Initialises player sprites  
 myPlayer = Player(myPlayerPosition, 20, 20, (255, 0, 0))  
 otherPlayer = Player(otherPlayerPosition, 20, 20, (0, 0, 255))  
  
 # Initialises Spawn Area  
 for x in range(5):  
 startFloor = Wall((100 \* x), 480, 100, 20)  
 platformSpriteList.add(startFloor)  
 FirstPlat = Wall(520, 400, 80, 20)  
 platformSpriteList.add(FirstPlat)  
  
 # Adds player characters to sprite list  
 playerSpriteList.add(otherPlayer)  
 playerSpriteList.add(myPlayer)  
  
 clock = pygame.time.Clock()  
  
 run = True  
 while run:  
 # gets the position data of the other player in exchange for their own position. Also gives client its number  
 myPlayerPosition = myPlayer.getPos()  
 connectionData = connection.send(myPlayerPosition)  
 otherPlayerPosition = connectionData[0]  
 playerNumber = connectionData[1]  
 otherPlayer.setPos(otherPlayerPosition)  
  
 # generates a scrolling effect for the players and platforms to simulate the screen scrolling to the right  
 myPlayer.scroll()  
 for platform in platformSpriteList.sprites():  
 platform.scroll()  
  
 # if the platform is off the back of the screen it removes it from the sprite group,  
 # which prevents it being redrawn  
 if (platform.rect.x + platform.rect.width) < 0:  
 platform.kill()  
  
 if playerNumber == 0:  
 if len(platformSpriteList) < 6:  
 # generates a new platform based on the previous  
 lastPlatY = platformSpriteList.sprites()[4].rect.y  
 newPlatY = lastPlatY + (random.choice([-1, 1]) \* 80)  
 if newPlatY == 560:  
 newPlatY = 400  
 if newPlatY == 0:  
 newPlatY = 160  
 connection.sendPlat(newPlatY)  
  
 # adds new platform to the sprite group to be drawn  
 newPlatform = Wall(520, newPlatY, 80, 20)  
 platformSpriteList.add(newPlatform)  
  
 else:  
 # gets the position of the new platform generated by the other client  
 if len(platformSpriteList) < 6:  
 newPlatY = connection.getPlat()  
  
 # adds new platform to the sprite group to be drawn  
 newPlatform = Wall(520, newPlatY, 80, 20)  
 platformSpriteList.add(newPlatform)  
  
 # updates the players and platforms  
 platformSpriteList.update()  
 playerSpriteList.update()  
  
 # applies gravity to player character if the player character is not already colliding with a platform  
 if pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is None and myPlayer.dead is False:  
 myPlayer.notCollide()  
 myPlayer.checkBounds()  
 if myPlayer.dead:  
 run = False  
 deathScreen()  
  
 elif pygame.sprite.spritecollideany(myPlayer, platformSpriteList) is not None:  
 myPlayer.falling = False  
  
 # checks to see if the player is off the playable area  
 myPlayer.checkBounds()  
  
 # checks if the player is dead  
 if myPlayer.dead:  
 run = False  
 deathScreen()  
  
 # checks if the player has won  
 if otherPlayer.rect.y > 500 or otherPlayer.rect.x < 0:  
 run = False  
 winScreen()  
  
  
 # Handles exiting game  
 for event in pygame.event.get():  
 if event.type == pygame.QUIT:  
 run = False  
  
 myPlayer.move()  
 for i in range(5):  
  
 playerSpriteList.update()  
 playerSpriteList.draw(gameDisplay)  
 myPlayer.jump()  
  
 gameDisplay.fill((255, 255, 255))  
 platformSpriteList.draw(gameDisplay)  
 playerSpriteList.draw(gameDisplay)  
  
 pygame.display.update()  
  
 # sets max fps  
 clock.tick(60)  
 pygame.quit()  
 exit()  
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 if event.type == pygame.QUIT:  
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 myPlayer.move()  
 for i in range(5):  
  
 playerSpriteList.update()  
 playerSpriteList.draw(gameDisplay)  
 myPlayer.jump()  
  
 gameDisplay.fill((255, 255, 255))  
 platformSpriteList.draw(gameDisplay)  
 playerSpriteList.draw(gameDisplay)  
  
 pygame.display.update()  
  
 # sets max fps  
 clock.tick(60)  
 pygame.quit()  
 exit()  
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 if newPlatY == platformSpriteList.sprites()[4]:  
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 platformSpriteList.add(newPlatform)  
  
 # updates the players and platforms  
 platformSpriteList.update()  
 playerSpriteList.update()

# applies gravity to player character if the player character is not already colliding with a platform  
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**Server File**

import socket  
from \_thread import \*  
import pickle  
import random  
  
  
# Local Ip (IPV4 FROM CMD IPCONFIG, DEVICE SPECIFIC)  
server = socket.gethostbyname(socket.gethostname())  
  
# Server Port  
port = 13010  
  
s = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
  
# The try and except are used to test to see if the port is open. If it is open it will bind the server to the port and  
# if not then the program will print out e to show that the port is in use (e for error).  
try:  
 s.bind((server, port))  
except socket.error as e:  
 str(e)  
  
# opens up port to allow us to begin to use it to connect multiple clients together. Inside the brackets limits the  
# number of possible connections  
s.listen(2)  
print("Waiting for connection, Server Initiated")  
  
newPlatY = [480]  
  
# player start positions  
playerPositions = [[200, 440], [200, 440]]  
  
# keeps track of any deaths  
dead = False  
  
  
# client = connection, player = player number  
def threaded\_client(client, player):  
 while True:  
 data = pickle.loads(client.recv(2048))  
 # checks to see if any data is being received from the client, if not it assumes that the client is  
 # disconnected and stops running in the background  
 if data:  
  
 if data == "getPos":  
 reply = (playerPositions[player])  
  
 elif data == "dead":  
 dead = True  
  
 elif data == "checkdead":  
 reply = dead  
  
 # reply with other player position  
 elif data == "getPlayerCount":  
 reply = currentConnections  
  
 # sets platform position from client 1's generation algorithm  
 elif data[1] == "sendPlat":  
 newPlatY[0] = data[0]  
  
 # sends the new platform's y position to the client  
 elif data == "newPlat":  
 print(newPlatY[0])  
 reply = newPlatY[0]  
  
 else:  
 if player == 0:  
 playerPositions[0] = data  
 reply = (playerPositions[1], 0)  
 else:  
 playerPositions[1] = data  
 reply = (playerPositions[0], 1)  
  
 else:  
 print("Lost Connection")  
 client.close()  
 break  
  
 # sends data back to all open threads  
 client.sendall(pickle.dumps(reply))  
  
  
# keeps track of current number of players  
currentPlayer = 0  
currentConnections = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1  
 currentConnections += 1

# reply with other player position  
 elif data == "getPlayerCount":  
 reply = currentConnections  
  
 # sets platform position from client 1's generation algorithm  
 elif data[1] == "sendPlat":  
 newPlatY[0] = data[0]  
  
 # sends the new platform's y position to the client  
 elif data == "newPlat":  
 print(newPlatY[0])  
 reply = newPlatY[0]

# sets the player positions of the client sending the data  
 else:  
 if player == 0:  
 playerPositions[0] = data  
 reply = (playerPositions[1], 0)  
 else:  
 playerPositions[1] = data  
 reply = (playerPositions[0], 1)  
  
 else:  
 print("Lost Connection")  
 client.close()  
 break  
  
 # sends data back to all open threads  
 client.sendall(pickle.dumps(reply))  
  
  
# keeps track of current number of players  
currentPlayer = 0  
currentConnections = 0  
while True:  
 connection, addr = s.accept()  
 print("Connected to:", addr)  
 start\_new\_thread(threaded\_client, (connection, currentPlayer))  
 currentPlayer += 1  
 currentConnections += 1

**clientConnection File**

import socket  
import pickle  
  
  
class ClientConnection:  
 def \_\_init\_\_(self):  
 self.client = socket.socket(socket.AF\_INET, socket.SOCK\_STREAM)  
 self.server = "192.168.0.37"  
 self.port = 13010  
 self.addr = (self.server, self.port)  
  
 # connects the players to the server  
 def connect(self):  
 self.client.connect(self.addr)  
 self.client.send(pickle.dumps("getPos"))  
 return self.getPos()  
  
 # gets the position of the objects  
 def getPos(self):  
 return pickle.loads(self.client.recv(2048))  
  
 # gives the position of the new platform to the server  
 def sendPlat(self, platY):  
 self.client.send(pickle.dumps((platY, "sendPlat")))  
  
 # gets the position of the new platform from the server  
 def getPlat(self):  
 self.client.send(pickle.dumps("newPlat"))  
 return pickle.loads(self.client.recv(2048))  
  
 # gets the number of players connected to the server  
 def getPlayerCount(self):  
 self.client.send(pickle.dumps("getPlayerCount"))  
 return pickle.loads(self.client.recv(2048))  
  
 def dead(self):  
 self.client.send(pickle.dumps("Dead"))  
  
 # sends data to the server and receives data other client data  
 def send(self, data):  
 try:  
 self.client.send(pickle.dumps(data))  
 return pickle.loads(self.client.recv(2048))  
 except socket.error as e:  
 print(e)

**Sprites File**

import pygame  
  
  
# child class of pygame.sprite.Sprite  
class Sprite(pygame.sprite.Sprite):  
 def \_\_init\_\_(self, x, y, width, height, colour):  
 pygame.sprite.Sprite.\_\_init\_\_(self)  
 self.image = pygame.Surface([width, height])  
 self.image.fill(colour)  
 self.rect = self.image.get\_rect()  
 self.rect.x = x  
 self.rect.y = y  
  
 def scroll(self):  
 self.rect.x -= 3

**Wall File**

from Sprites import Sprite  
import pygame  
  
  
class Wall(Sprite):  
 def \_\_init\_\_(self, x, y, width, height):  
 Sprite.\_\_init\_\_(self, x, y, width, height, (0, 0, 0))

**Player File**

import pygame  
from Sprites import Sprite  
  
  
# Construction of character  
class Player(Sprite):  
 def \_\_init\_\_(self, posargs, width, height, colour):  
 self.x = posargs[0]  
 self.y = posargs[1]  
 Sprite.\_\_init\_\_(self, self.x, self.y, width, height, colour)  
 self.vel = 5  
 self.upVel = 30  
 self.jumping = False  
 self.gravity = 5  
 self.falling = False  
 self.dead = False  
  
 def move(self):  
 keys = pygame.key.get\_pressed()  
  
 if keys[pygame.K\_d]:  
 self.rect.x += self.vel  
  
 if keys[pygame.K\_a]:  
 self.rect.x -= self.vel  
  
 def jump(self):  
 keys = pygame.key.get\_pressed()  
  
 if keys[pygame.K\_w]:  
 if self.jumping is False and self.falling is False:  
 self.rect.y -= self.upVel  
  
 def notCollide(self):  
 self.rect.y += self.gravity  
 self.falling = True  
  
 def setPos(self, pos):  
 self.rect.x = pos[0]  
 self.rect.y = pos[1]  
  
 def getPos(self):  
 return [self.rect.x, self.rect.y]  
  
 def checkBounds(self):  
 if self.rect.y >= 520:  
 self.dead = True  
  
 if self.rect.x < 0:  
 self.dead = True  
  
 elif self.rect.x >= 480:  
 self.rect.x = 480

**Button File**

import pygame  
  
displayWidth = 500  
displayHeight = 500  
  
red = (200, 0, 0)  
green = (0, 200, 0)  
  
bright\_red = (255, 0, 0)  
bright\_green = (0, 255, 0)  
  
pygame.font.init()  
  
def textObjects(text, font):  
 textSurface = font.render(text, True, (0, 0, 0))  
 return textSurface, textSurface.get\_rect()  
  
  
# used to display text  
def messageDisplay(text):  
 text = pygame.font.Font('freesansbold.ttf', 50)  
 textSurf, textRect = textObjects(text, text)  
 textRect.center = ((displayWidth / 2), (displayHeight / 2))  
 gameDisplay.blit(textSurf, textRect)  
  
 pygame.display.update()  
  
class Button:  
 def \_\_init\_\_(self, function, surface, posx, posy, width, height, colour, text):  
 self.rect = pygame.Rect(posx, posy, width, height)  
 self.colour = colour  
 self.surface = surface  
 self.function = function  
 self.text = text  
 pygame.draw.rect(self.surface, self.colour, self.rect)  
  
 def mouseCheck(self):  
 mouse = pygame.mouse.get\_pos()  
  
 if self.rect.x + self.rect.width > mouse[0] > self.rect.x and\  
 self.rect.y + self.rect.height > mouse[1] > self.rect.y:  
 pygame.draw.rect(self.surface, bright\_green, self.rect)  
 self.buttonText()  
  
 if pygame.mouse.get\_pressed()[0]:  
 self.function()  
  
 else:  
 pygame.draw.rect(self.surface, self.colour, self.rect)  
 self.buttonText()  
  
 def buttonText(self):  
 text = pygame.font.Font('freesansbold.ttf', 30)  
 textSurf, textRect = textObjects(self.text, text)  
 textRect.center = ((self.rect.x + 50), (self.rect.y + 25))  
 self.surface.blit(textSurf, textRect)

**Stakeholder Feedback:**

**This stakeholder meeting was cancelled due to college being converted to distance learning.**